> setwd('C:/Rdirectory/data\_mining/data\_mining\_covid');

> # install.packages("tree");

> library(tree);

> covid\_train = read.csv("covid\_train.csv", header=T);

> covid\_train$sex = as.factor(covid\_train$sex);

> covid\_train$patient\_type = as.factor(covid\_train$patient\_type);

> covid\_train$pneumonia = as.factor(covid\_train$pneumonia);

> covid\_train$age = as.numeric(covid\_train$age);

> covid\_train$diabetes = as.factor(covid\_train$diabetes);

> covid\_train$copd = as.factor(covid\_train$copd);

> covid\_train$asthma = as.factor(covid\_train$asthma);

> covid\_train$inmsupr = as.factor(covid\_train$inmsupr);

> covid\_train$hypertension = as.factor(covid\_train$hypertension);

> covid\_train$other\_disease = as.factor(covid\_train$other\_disease);

> covid\_train$cardiovascular = as.factor(covid\_train$cardiovascular);

> covid\_train$obesity = as.factor(covid\_train$obesity);

> covid\_train$renal\_chronic = as.factor(covid\_train$renal\_chronic);

> covid\_train$tobacco = as.factor(covid\_train$tobacco);

> covid\_train$contact\_other\_covid = as.factor(covid\_train$contact\_other\_covid);

> covid\_train$is\_dead = as.factor(covid\_train$is\_dead);

> str(covid\_train);

'data.frame': 32356 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 2 2 1 1 1 2 1 1 1 2 ...

$ age : num 25 52 51 67 59 52 54 78 80 40 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 1 1 1 2 2 1 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 2 2 2 1 2 1 2 1 1 2 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 1 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 2 1 2 1 2 2 2 1 1 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 1 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 1 1 1 1 2 2 1 1 2 ...

$ is\_dead : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 1 2 2 ...

> head(covid\_train);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic tobacco

1 1 2 2 25 2 2 2 2 2 2 2 2 2 2

2 1 2 2 52 2 2 2 2 2 2 2 1 2 1

3 1 2 1 51 2 2 2 2 2 2 2 2 2 2

4 1 2 1 67 1 2 2 2 1 2 2 1 2 2

5 1 2 1 59 1 2 2 2 2 2 2 2 2 2

6 1 2 2 52 1 2 2 2 1 2 1 2 2 2

contact\_other\_covid is\_dead

1 1 2

2 1 2

3 1 2

4 1 2

5 1 2

6 2 2

> covid\_test = read.csv("covid\_test.csv", header=T);

> covid\_test$sex = as.factor(covid\_test$sex);

> covid\_test$patient\_type = as.factor(covid\_test$patient\_type);

> covid\_test$pneumonia = as.factor(covid\_test$pneumonia);

> covid\_test$age = as.numeric(covid\_test$age);

> covid\_test$diabetes = as.factor(covid\_test$diabetes);

> covid\_test$copd = as.factor(covid\_test$copd);

> covid\_test$asthma = as.factor(covid\_test$asthma);

> covid\_test$inmsupr = as.factor(covid\_test$inmsupr);

> covid\_test$hypertension = as.factor(covid\_test$hypertension);

> covid\_test$other\_disease = as.factor(covid\_test$other\_disease);

> covid\_test$cardiovascular = as.factor(covid\_test$cardiovascular);

> covid\_test$obesity = as.factor(covid\_test$obesity);

> covid\_test$renal\_chronic = as.factor(covid\_test$renal\_chronic);

> covid\_test$tobacco = as.factor(covid\_test$tobacco);

> covid\_test$contact\_other\_covid = as.factor(covid\_test$contact\_other\_covid);

> covid\_test$is\_dead = as.factor(covid\_test$is\_dead);

> str(covid\_test);

'data.frame': 5920 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 2 2 1 1 1 1 2 2 2 1 ...

$ age : num 52 36 0 85 75 19 46 60 62 39 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 1 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 2 2 2 1 1 2 2 2 2 1 ...

$ other\_disease : Factor w/ 2 levels "1","2": 1 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 2 2 2 1 2 2 2 2 2 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ is\_dead : Factor w/ 2 levels "1","2": 2 2 1 2 2 2 2 2 2 2 ...

> head(covid\_test);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic tobacco

1 1 2 2 52 2 2 2 2 2 1 2 2 2 2

2 1 2 2 36 2 2 2 2 2 2 2 2 2 2

3 1 2 1 0 2 2 2 2 2 2 2 2 2 2

4 1 2 1 85 2 1 2 2 1 2 1 1 2 2

5 1 2 1 75 2 2 2 2 1 2 2 2 2 2

6 1 2 1 19 2 2 2 2 2 2 2 2 2 2

contact\_other\_covid is\_dead

1 2 2

2 2 2

3 2 1

4 2 2

5 2 2

6 2 2

> covid\_dead\_train = read.csv("covid\_dead\_train.csv", header=T);

> covid\_dead\_train$sex = as.factor(covid\_dead\_train$sex);

> covid\_dead\_train$patient\_type = as.factor(covid\_dead\_train$patient\_type);

> covid\_dead\_train$pneumonia = as.factor(covid\_dead\_train$pneumonia);

> covid\_dead\_train$age = as.numeric(covid\_dead\_train$age);

> covid\_dead\_train$diabetes = as.factor(covid\_dead\_train$diabetes);

> covid\_dead\_train$copd = as.factor(covid\_dead\_train$copd);

> covid\_dead\_train$asthma = as.factor(covid\_dead\_train$asthma);

> covid\_dead\_train$inmsupr = as.factor(covid\_dead\_train$inmsupr);

> covid\_dead\_train$hypertension = as.factor(covid\_dead\_train$hypertension);

> covid\_dead\_train$other\_disease = as.factor(covid\_dead\_train$other\_disease);

> covid\_dead\_train$cardiovascular = as.factor(covid\_dead\_train$cardiovascular);

> covid\_dead\_train$obesity = as.factor(covid\_dead\_train$obesity);

> covid\_dead\_train$renal\_chronic = as.factor(covid\_dead\_train$renal\_chronic);

> covid\_dead\_train$tobacco = as.factor(covid\_dead\_train$tobacco);

> covid\_dead\_train$contact\_other\_covid = as.factor(covid\_dead\_train$contact\_other\_covid);

> covid\_dead\_train$day\_cnt = as.numeric(covid\_dead\_train$day\_cnt);

> str(covid\_dead\_train);

'data.frame': 3600 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 1 1 2 1 1 1 1 1 1 2 ...

$ age : num 78 65 58 78 92 70 71 65 56 72 ...

$ diabetes : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 1 2 2 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 1 2 2 2 1 2 1 1 2 1 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 1 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 1 1 2 1 2 1 1 1 2 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 1 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 1 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 2 1 1 2 2 1 2 2 2 ...

$ day\_cnt : num 10 7 1 6 3 16 21 14 30 20 ...

> head(covid\_dead\_train);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic tobacco

1 1 2 1 78 2 2 2 2 1 2 2 1 2 2

2 1 2 1 65 2 2 2 2 2 2 2 1 2 2

3 1 2 2 58 2 2 2 2 2 1 2 2 2 2

4 1 2 1 78 2 2 2 2 2 2 2 1 2 2

5 1 2 1 92 2 2 2 2 1 2 2 2 2 2

6 1 2 1 70 2 2 2 2 2 2 2 1 2 2

contact\_other\_covid day\_cnt

1 1 10

2 2 7

3 1 1

4 1 6

5 2 3

6 2 16

> covid\_dead\_test = read.csv("covid\_dead\_test.csv", header=T);

> covid\_dead\_test$sex = as.factor(covid\_dead\_test$sex);

> covid\_dead\_test$patient\_type = as.factor(covid\_dead\_test$patient\_type);

> covid\_dead\_test$pneumonia = as.factor(covid\_dead\_test$pneumonia);

> covid\_dead\_test$age = as.numeric(covid\_dead\_test$age);

> covid\_dead\_test$diabetes = as.factor(covid\_dead\_test$diabetes);

> covid\_dead\_test$copd = as.factor(covid\_dead\_test$copd);

> covid\_dead\_test$asthma = as.factor(covid\_dead\_test$asthma);

> covid\_dead\_test$inmsupr = as.factor(covid\_dead\_test$inmsupr);

> covid\_dead\_test$hypertension = as.factor(covid\_dead\_test$hypertension);

> covid\_dead\_test$other\_disease = as.factor(covid\_dead\_test$other\_disease);

> covid\_dead\_test$cardiovascular = as.factor(covid\_dead\_test$cardiovascular);

> covid\_dead\_test$obesity = as.factor(covid\_dead\_test$obesity);

> covid\_dead\_test$renal\_chronic = as.factor(covid\_dead\_test$renal\_chronic);

> covid\_dead\_test$tobacco = as.factor(covid\_dead\_test$tobacco);

> covid\_dead\_test$contact\_other\_covid = as.factor(covid\_dead\_test$contact\_other\_covid);

> covid\_dead\_test$day\_cnt = as.numeric(covid\_dead\_test$day\_cnt);

> str(covid\_dead\_test);

'data.frame': 420 obs. of 16 variables:

$ sex : Factor w/ 1 level "1": 1 1 1 1 1 1 1 1 1 1 ...

$ patient\_type : Factor w/ 1 level "2": 1 1 1 1 1 1 1 1 1 1 ...

$ pneumonia : Factor w/ 2 levels "1","2": 1 1 1 1 1 1 1 1 1 1 ...

$ age : num 66 68 49 61 47 56 68 72 78 64 ...

$ diabetes : Factor w/ 2 levels "1","2": 1 2 2 1 1 2 1 1 1 1 ...

$ copd : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 1 2 2 ...

$ asthma : Factor w/ 2 levels "1","2": 2 2 2 2 1 2 2 2 2 2 ...

$ inmsupr : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ hypertension : Factor w/ 2 levels "1","2": 1 2 2 1 2 2 1 1 2 2 ...

$ other\_disease : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ cardiovascular : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ obesity : Factor w/ 2 levels "1","2": 1 2 1 2 2 2 1 1 1 2 ...

$ renal\_chronic : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ tobacco : Factor w/ 2 levels "1","2": 2 2 2 2 2 2 2 2 2 2 ...

$ contact\_other\_covid: Factor w/ 2 levels "1","2": 1 2 2 2 2 2 2 2 2 2 ...

$ day\_cnt : num 3 5 16 4 18 10 9 6 6 8 ...

> head(covid\_dead\_test);

sex patient\_type pneumonia age diabetes copd asthma inmsupr hypertension other\_disease cardiovascular obesity renal\_chronic tobacco

1 1 2 1 66 1 2 2 2 1 2 2 1 2 2

2 1 2 1 68 2 2 2 2 2 2 2 2 2 2

3 1 2 1 49 2 2 2 2 2 2 2 1 2 2

4 1 2 1 61 1 2 2 2 1 2 2 2 2 2

5 1 2 1 47 1 2 1 2 2 2 2 2 2 2

6 1 2 1 56 2 2 2 2 2 2 2 2 2 2

contact\_other\_covid day\_cnt

1 1 3

2 2 5

3 2 16

4 2 4

5 2 18

6 2 10

> tree1 = tree (is\_dead ~ ., data=covid\_train, split = c("deviance"), na.action = na.pass, control = tree.control(nobs = nrow(covid\_train), minsize = 100, mindev = 0.005))

> plot(tree1);text(tree1);

![텍스트, 스크린샷, 도표, 라인이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

> # summary(tree1);

> print(tree1);

node), split, n, deviance, yval, (yprob)

\* denotes terminal node

1) root 32356 44850 1 ( 0.50000 0.50000 )

2) pneumonia: 1 24382 32880 1 ( 0.59671 0.40329 )

4) age < 53.0052 9144 12580 2 ( 0.44838 0.55162 )

8) age < 36.0006 3019 3836 2 ( 0.33157 0.66843 ) \*

9) age > 36.0006 6125 8490 1 ( 0.50596 0.49404 ) \*

5) age > 53.0052 15238 18970 1 ( 0.68572 0.31428 ) \*

3) pneumonia: 2 7974 8074 2 ( 0.20429 0.79571 )

6) age < 46.0175 3898 2135 2 ( 0.07799 0.92201 ) \*

7) age > 46.0175 4076 5141 2 ( 0.32507 0.67493 ) \*

> prediction = predict(tree1, covid\_test[], type="class")

> summary(prediction)

1 2

3339 2581

> comparison=cbind(covid\_test,prediction)

> comparison=as.data.frame(comparison)

> print(paste("test 건수 : ",nrow(covid\_test)))

[1] "test 건수 : 5920"

> predictCorrect = comparison[comparison$is\_dead == comparison$prediction,];

> print(paste("사망여부 예측성공 건수 : ", nrow(predictCorrect)))

[1] "사망여부 예측성공 건수 : 3657"

> print(paste("사망여부 예측 정확도 : " ,nrow(predictCorrect)/nrow(covid\_test))) # mindev 0.005: 61.7%, 0.03 : 60.8%

[1] "사망여부 예측 정확도 : 0.617736486486486"

> tree11 = tree (day\_cnt ~ ., data = covid\_dead\_train,split = c("deviance"), na.action = na.pass, control = tree.control(nobs = nrow(covid\_dead\_train), minsize = 10, mindev = 0.001))

> plot(tree11);text(tree11);

![텍스트, 도표, 평면도, 기술 도면이(가) 표시된 사진
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> # summary(tree1);

> print(tree1);

node), split, n, deviance, yval, (yprob)

\* denotes terminal node

1) root 32356 44850 1 ( 0.50000 0.50000 )

2) pneumonia: 1 24382 32880 1 ( 0.59671 0.40329 )

4) age < 53.0052 9144 12580 2 ( 0.44838 0.55162 )

8) age < 36.0006 3019 3836 2 ( 0.33157 0.66843 ) \*

9) age > 36.0006 6125 8490 1 ( 0.50596 0.49404 ) \*

5) age > 53.0052 15238 18970 1 ( 0.68572 0.31428 ) \*

3) pneumonia: 2 7974 8074 2 ( 0.20429 0.79571 )

6) age < 46.0175 3898 2135 2 ( 0.07799 0.92201 ) \*

7) age > 46.0175 4076 5141 2 ( 0.32507 0.67493 ) \*

> prediction = predict(tree1, covid\_test[], type="class")

> summary(prediction)

1 2

3339 2581

> comparison=cbind(covid\_test,prediction)

> comparison=as.data.frame(comparison)

> print(paste("test 건수 : ",nrow(covid\_test)))

[1] "test 건수 : 5920"

> predictCorrect = comparison[comparison$is\_dead == comparison$prediction,];

> print(paste("사망여부 예측성공 건수 : ", nrow(predictCorrect)))

[1] "사망여부 예측성공 건수 : 3657"

> print(paste("사망여부 예측 정확도 : " ,nrow(predictCorrect)/nrow(covid\_test))) # mindev 0.005: 61.7%, 0.03 : 60.8%

[1] "사망여부 예측 정확도 : 0.617736486486486"

> tree11 = tree (day\_cnt ~ ., data = covid\_dead\_train,split = c("deviance"), na.action = na.pass, control = tree.control(nobs = nrow(covid\_dead\_train), minsize = 10, mindev = 0.001))

> plot(tree11);text(tree11);

> summary(tree11);

Regression tree:

tree(formula = day\_cnt ~ ., data = covid\_dead\_train, na.action = na.pass,

control = tree.control(nobs = nrow(covid\_dead\_train), minsize = 10,

mindev = 0.001), split = c("deviance"))

Variables actually used in tree construction:

[1] "age" "renal\_chronic" "cardiovascular" "hypertension" "other\_disease" "tobacco" "pneumonia" "diabetes"

Number of terminal nodes: 19

Residual mean deviance: 53.34 = 191000 / 3581

Distribution of residuals:

Min. 1st Qu. Median Mean 3rd Qu. Max.

-18.800 -4.944 -1.698 0.000 3.302 42.630

> print(tree11);

node), split, n, deviance, yval

\* denotes terminal node

1) root 3600 199700.0 10.940

2) age < 79.5 3182 182500.0 11.160

4) renal\_chronic: 1 226 11150.0 9.549

8) age < 24.5 5 14.0 2.000 \*

9) age > 24.5 221 10850.0 9.719

18) age < 31.5 5 930.8 22.800 \*

19) age > 31.5 216 9043.0 9.417

38) age < 61.5 107 2763.0 8.196 \*

39) age > 61.5 109 5964.0 10.610

78) cardiovascular: 1 21 547.8 7.762 \*

79) cardiovascular: 2 88 5204.0 11.300

158) hypertension: 1 71 3138.0 10.460 \*

159) hypertension: 2 17 1813.0 14.760

318) age < 69.5 5 508.8 24.800 \*

319) age > 69.5 12 590.9 10.580 \*

5) renal\_chronic: 2 2956 170700.0 11.290

10) age < 47.5 594 32900.0 10.430

20) other\_disease: 1 29 3975.0 15.240

40) age < 33.5 17 2952.0 18.530 \*

41) age > 33.5 12 578.9 10.580 \*

21) other\_disease: 2 565 28220.0 10.180

42) age < 31.5 129 6266.0 8.682

84) tobacco: 1 6 261.3 14.330 \*

85) tobacco: 2 123 5804.0 8.407 \*

43) age > 31.5 436 21580.0 10.630

86) pneumonia: 1 394 20380.0 10.940 \*

87) pneumonia: 2 42 793.3 7.667 \*

11) age > 47.5 2362 137200.0 11.500

22) age < 69.5 1726 105600.0 11.800

44) diabetes: 1 757 44980.0 11.370 \*

45) diabetes: 2 969 60320.0 12.130 \*

23) age > 69.5 636 31110.0 10.700 \*

3) age > 79.5 418 15850.0 9.220

6) age < 94.5 403 15470.0 9.367

12) renal\_chronic: 1 24 437.3 6.167 \*

13) renal\_chronic: 2 379 14770.0 9.570 \*

7) age > 94.5 15 134.9 5.267 \*

> prediction\_dead = predict(tree11, covid\_dead\_test[], type="vector")

> summary(prediction\_dead)

Min. 1st Qu. Median Mean 3rd Qu. Max.

2.00 9.57 10.70 10.70 11.37 24.80

> comparison\_dead=cbind(covid\_dead\_test,prediction\_dead)

> comparison\_dead=as.data.frame(comparison\_dead)

> comparison\_dead$prediction\_dead = round(comparison\_dead$prediction\_dead)

> print(paste("test 건수 : ", nrow(covid\_dead\_test)));

[1] "test 건수 : 420"

> # 투병일수 예측성공 기준 설정

> deadPredictCorrectCreteria = 5;

> deadPredictCorrect = comparison\_dead[abs(comparison\_dead$day\_cnt-comparison\_dead$prediction\_dead)<=deadPredictCorrectCreteria, 0]

> print(paste("투병일수 예측성공 건수(",deadPredictCorrectCreteria,"일) : " , nrow(deadPredictCorrect)));

[1] "투병일수 예측성공 건수( 5 일) : 219"

> print(paste("투병일수 예측 정확도(",deadPredictCorrectCreteria,"일) : ", nrow(deadPredictCorrect) / nrow(covid\_dead\_test))) # 기준일수 5일 : 52.1%, 7일 : 72.6%, 10일: 90%

[1] "투병일수 예측 정확도( 5 일) : 0.521428571428571"